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Which part of the system
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Widely deployed software systems
make no real efforts to limit this.

There Is some “security’ code
inside kernel and browser.

But bugs in other code

can and do compromise security.

TCB has >30000000 lines.
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Which part of the system

enforces the security policy?

Widely deployed software systems
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